VLSI implementation of AES Encryption/Decryption Algorithm using FPGA
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Abstract: AES stands for Advanced Encryption Standard and it is very efficient algorithm available today. Depending upon the key length it will become more efficient, 3 key length options supported here, viz. 128, 192 bit and 256 bit key length. We generate encrypted data from the raw data bits and the same encrypted data is passed to the decryption blocks to recover the data back. From the hardware perspective, Field Programmable Gate Array (FPGA) is being used for hardware implementations in encryption process. The design of AES will be carried out in MATLAB and verified. RTL coding done using Verilog HDL, Xilinx Spartan 3A FPGA will be used in implementation. Modelsim is used in simulation Function and Timing simulations. The design will be implemented as per VLSI Industry Standard FPGA flow.
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I. INTRODUCTION

AES is solitary of the algorithms with the purpose of being used intended for security, which is proposed under the NIST. AES perform the encryption of the data as an ECB cipher type. AES perform encryption of 128 bit data, which is symmetric (that is same key is used for encryption as well as the decryption process). It has four modules, at the end of every round a secret message text is obtained as product.

II. AES CIPHER

ADVANCED ENCRYPTION STANDARD, the AES is a subset of a much larger encryption algorithm known as Rijndael, which was one of many proposals to the NIST challenging for becoming a standard encryption algorithm. On October of 2000, the NIST announced the Rijndael algorithm as the winner due to the best overall keep count in security, performance, efficiency, functioning capability and simplicity. The AES algorithm is a symmetric cipher. In addition, the AES algorithm is a block cipher as it operate on fixed-length groups of bits (blocks). The AES algorithm operates on blocks of 128 bits, by using cipher keys with lengths of 128, 192 or 256 bits for the encryption process. Although the original Rijndael encryption algorithm was capable of processing different blocks sizes as well as using several other cipher key lengths, but the NIST did not adopt these additional features in the AES. The advance encryption standard is a symmetric block cipher that is intended to replace DES as the approved standard for a wide range of application. The 128-bit plain text and 128-bit initial key, as well as the 128-bit output of cipher text, are all divided into four 32-bit consecutive units respectively controlled by the clock. The Work focuses on 4 modules namely,

1. Add round key.
2. Substitution Bytes.
3. Shift Rows.

In this paper we propose AES-128 architecture, in which we have 128 bit input plain text and obtain 128 bit output cipher text.

III. AES PROCESS

AES is based on a design principle known as a substitution-permutation network, a combination of both substitution and permutation, and is fast in both software and hardware. AES does not use a Feistel network. AES is a variant of Rijndael which has a fixed block size of 128 bits, and a key size of 128, 192, or 256 bits.

AES operate on a 4 × 4 column-major order matrix of bytes, termed the state, although some versions of Rijndael have a larger chunk size and have additional columns in the state. Most AES calculation are done in a particular finite field. The key size used for an AES cipher specifies the number of repetitions of conversion rounds that convert the input, called the plaintext, into the final output, called the cipher text. The numbers of cycles of recurrence are as follows:

• 10 cycles of repetition for 128-bit keys.
• 12 cycles of repetition for 192-bit keys.
• 14 cycles of repetition for 256-bit keys.

Each round consists of several processing steps, each containing four similar but different stages, including one that depends on the encryption key itself. A set of reverse rounds are applied to transform cipher text back into the original plaintext using the same encryption key.
AES mainly consists of 4 stages in its encryption as well as decryption process, the stages are:

1. **Add round key**: This step involves adding the round key to the state matrix.
2. **Substitution byte**: Each byte in the state matrix is replaced with a substitution byte using an 8-bit substitution box, the S-box. This step provides the non-linearity in the cipher. For encryption, the S-box is used, while for decryption, the inverse S-box is used.
3. **Shift rows**: The rows of the state matrix are cyclically shifted by a certain offset. For AES, the first row is left unchanged, the second row is shifted one to the left, the third row is shifted two to the left, and the fourth row is shifted three to the left.
4. **Mix columns**: This step involves combining the four bytes of each column using an invertible linear transformation. The Mix Columns function takes four bytes as input and outputs four bytes, where each input column being encrypted independently, in which case AES degenerates into four independent block ciphers.

**A. Substitution Bytes**

In the SubBytes step, each byte in the state matrix is replaced with a SubByte using an 8-bit substitution box, the S-box. This operation provides the non-linearity in the cipher. While performing the encryption, the S-box is used. While performing the decryption, the inverse S-box is used.

Consider FD BC is your data, then Fth row and Dth column corresponding values are replaced by 54, and similarly BC is also done.

**B. Shift Rows**

The Shift Rows step operates on the rows of the state; it cyclically shifts the bytes in each row by a certain offset. For AES, the first row is left unchanged. Each byte of the second row is shifted one to the left. Similarly, the third and fourth rows are shifted by offsets of two and three respectively. The importance of this step is to avoid the columns being encrypted independently, in which case AES degenerates into four independent block ciphers.

**C. Mix Columns**

In the Mix Columns step, the four bytes of each column of the state are combined using an invertible linear transformation. The Mix Columns function takes four bytes as input and outputs four bytes, where each input
byte affects all four output bytes. Together with Shift Rows, Mix Columns provides diffusion in the cipher.

During this operation, each column is transformed using a fixed matrix (matrix left multiplied by column gives new value of column in the state), the matrix involved in the mix column step during the encryption is given below,

\[
\begin{bmatrix}
2 & 3 & 1 & 1 \\
1 & 2 & 3 & 1 \\
1 & 1 & 2 & 3 \\
3 & 1 & 1 & 2
\end{bmatrix}
\]

...............(2)

Matrix multiplication is composed of multiplication and addition of the entries. Entries are 8 bit bytes treated as coefficients of polynomial of order. Addition is simply XOR. Multiplication is modulo irreducible polynomial. The matrix that is involved in the decryption process is given below,

\[
\begin{bmatrix}
0 & 0 & B & 0D & 09 \\
09 & 0E & 0B & OD
\end{bmatrix}
\]

...............(3)

The operations performed can be shown clearly in the below equations, where Fig 6 corresponds to the encryption process and Fig 7 corresponds to the decryption process.

![Fig 6. Mix Column](image)

![Fig 7. Encryption process in Mix column.](image)

![Fig 8. Decryption process in Mix column.](image)

D. Add Round Key

In the Add Round Key step, the subkey is combined with the state. For each round, a subkey is derived from the main key using Rijndael's key schedule, each subkey is of same size as that of the state. The subkey is added by combining each byte of the state with the corresponding byte of the subkey using bitwise XOR operation. The operation is as shown in below Fig 8.

![Fig 9. Add Round Key module.](image)

IV. PROPOSED METHOD

Previously in the mixed column module we used a separate key for multiplication upon which we get the result, this becomes very time consuming thus new method is proposed to overcome that. Here in this method we make use of logarithmic and anti-logarithmic tables namely ltable and etable.

![Fig 10. ETable](image)

![Fig 11. LTable](image)
Upon receiving the output from the previous step of mix column, that is shift rows results in case of encryption and the cipher text in case of decryption processes, the values are checked in the table same as done in case of sbox. After we obtain the ltable values for corresponding values we add those two values, here add refers to xor operation i.e modulo 2 additions. The result thus obtained is checked in the corresponding row n column of the e table and thus replaces the result value with the etable value. Now if this result should be of 8bit in length, else if it is 9bit value then it is Xored with 11b to obtain 8bit value. There is a chance that the result may exceed up to maximum of 13bit range.

If the result is a 10 bit value then the 11b is left shifted by 1 bit and the it is xored with the 10 bit value result until 8 bit value is obtained. Similarly if 11 bit, the 11b is left shifted by 2 bits, if 12 bits 11b is left shifted by 3 bits, if 13 bits the 11b is left shifted by 4 bits, and is xored with the result until a 8 bit value is obtained.

V. COMPARISION

Table 1. Comparison of area occupied by mix columns module

<table>
<thead>
<tr>
<th></th>
<th>Available Area</th>
<th>Area used</th>
</tr>
</thead>
<tbody>
<tr>
<td>Existing Mix Column method.</td>
<td>14752 units</td>
<td>10664 units that is almost 72%</td>
</tr>
<tr>
<td>Proposed Mix Column method.</td>
<td>14752 units</td>
<td>134 units that is almost 0.009%</td>
</tr>
</tbody>
</table>

Table 2. Time consumed comparison

<table>
<thead>
<tr>
<th></th>
<th>Time consumed for single round (nano seconds).</th>
</tr>
</thead>
<tbody>
<tr>
<td>Existing Mix Column method.</td>
<td>26.960ns</td>
</tr>
<tr>
<td>Proposed Mix Column method.</td>
<td>7.232ns</td>
</tr>
</tbody>
</table>

From the table 1 and table 2 it is clear that mix columns module that is been proposed in this paper occupies very less area and less time compared to the existing method. Thus the proposed method is better compared to existing.

VI. CONCLUSION

Implementation of AES-128 technique is targeted on this FPGA device to provide physical security and optimization of these three factors. Hardware Description Language (HDL) is used to define the AES architecture on FPGA device. Once the programming is fused to FPGA, no one can modify the content present in it and hence tampering of code and information is not possible. The main objective of this research is to design the AES structure with less area, delay and power consumption. The compact composite S-Box structures for AES 128 bits technique is designed to provide an improved S-Box with the reasonable reduction in area, delay and power. Further, the design of MixColumn and Inverse MixColumn architecture is concentrated with the introduction of reduced Xtime structures in order to reduce the area and power factors. Incorporation of these two techniques in the design of FPGA based AES results a high performance AES 128 bit system with improvement in the area, delay and power reduction.

VII. FUTURE SCOPE

There are many possible extensions of this work that can be undertaken as future research work cum projects. The proposed AES-128 bit technique comprising of compact composite and reduced Xtime based Inverse Mix Column can be implemented on a small chip size, around 65 nm (CMOS technology based) or less in order to satisfy the needs of applications such as smart cards and RFID tags. The isomorphic mapping process of composite S-Box can be concentrated in future for further improvement in the system performance with the reduction of area and power utilization. The proposed AES technique is designed in consideration with 128 bit key size. This key size can be increased to 192 bits and 256 bits as per the specifications. According to the proposed technique, the key size is fixed. In future, a variable key size for AES can be designed in order to secure the data with different types of cipher forms. The delay reduction and speed increase algorithm presented in this research work suggests the practical way of producing this simulated algorithm into the commercial market after successful implementation on hardware device integrated with other interfacing and 135 intercommunicating devices. This process is considered to be the next level of implementation. A high performance FPGA device like Virtex (Ultra SCALE) can be used to improve the system performance with high speed computation process.
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